Access Modifier:

Four Types in java:

Public

Protected

Default

Private

Public: if we declare class member as public, then we can access those class members:

* Within the class
* Within the package
* Also, outside the package

Protected: if we declare class member as Protected, then we can access those class members:

* Within the class
* Within the package
* Also, outside the package only in IS- A relationship [inheritance]

Default: if we declare class member as Default, the class member can accessible :

* Within the class
* Within the package

Private: if we declare class member as private, then the class member can access only inside the class.

In method overriding, the visibility of the class method should widen, should not be narrowed

Example 1: If Method in a parent class Declare as DEFAULT, then Overridden Method in the child class can be declared as DEFAULT, PUBLIC, PROTECTED .. should not be PRIVATE because visibility is narrowed for PRIVATE method which can access only inside the class.

Example 2: If Method in parent class declared as PROTECTED, then the overridden method in the child class can be declared as PUBLIC or PROTECTED, should not be DEFAULT or PRIVATE because visibility of the DEFAULT or PRIVATE is narrowed.

Example 3: If method in the parent class declared as PUBLIC then overridden method in the child class should declared as PUBLIC, should not be PROTECED, DEFAULT, PRIVATE because visibility of PROTECED, DEFAULT, PRIVATE are narrowed.

Note: PRIVATE methods cannot be overridden.

LOCAL VARIABLE:

variables which are declared inside the method is known as LOCAL VARIABLES. Which cannot access outside the method.

GLOBAL VARIABLE:

Variables which are declared outside the method is know as GLOBAL VARIABLES which can access inside the method by creating object of the class inside the METHOD.

ARRAY:

Array is a collection of multiple values of the same Data Type.

Type:1 : object Type

Syntax: <Datatype> [] variable= new <Datatype>[size]

Example: int [] a=new int [4];

Type-2: Literal creation of Array

Syntax: <Datatype> [] a= {};

Example: int [] a= {1,2.3.4.5};

Disadvantages:

1. Size of an array would be static
2. Cannot store multiple data type values in one array.

Exception: When size is exceeded, system will throw IndexOutOfBoundException

STRING:

String is class in Java.

String classes are Immutable such that the content of the string object cannot be modified.

String can declare in two types;

Type1: object Type:

Syntax: <Datatype> variable= new<Datatype>(“String value”);

Example: string a= new String(“Apple”);

If we create an object by using new keyword, then compiler will create a new object in the memory even if that string is already present in the java Memory
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Type 2: Literal creation of string

String a= “Apple”;

String b=” Apple”;

If we declare a String using String literal, and string value is already existing in the memory, them compiler will assign newly declared String variable to the existed String value;

![](data:image/png;base64,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)

String Builder and String Buffer

String Builder:

String Builder is a class.

String Builder can be declared in two ways:

1) String Builder a= new String Builder (“Apple”);

2) String Builder a= new String Builder();

a. append(“Apple”);

String Builder Objects are Mutable so that String builder content can be changed or modified.

String Builder a= new String Builder (“Apple”);

a.append(“Banana”);

output: AppleBanana

String Builder cannot be declared as :

Example : String Builder a=”Apple”;

String Buffer :

String Buffer is a class.

String Buffer can be declared in two ways:

1) String Buffer a= new String Buffer (“Apple”);

2) String v a= new String Buffer ();

a. append(“Apple”);

String Buffer Objects are Mutable so that String Buffer content can be changed or modified.

String Buffer a= new String Buffer (“Apple”);

a.append(“Banana”);

output: AppleBanana

Difference between STRING vs STRING BUILDER vs STRING BUFFER

|  |  |  |
| --- | --- | --- |
| STRING | STRING BUILDER | STRING BUFFER |
| 1) String class objects are Immutable.  2) String class methods are not Thread Safe(not synchronized ) | 1) String Builder objects are Mutable.  2) String Builder methods are not -Thread safe (non- synchronized) | 1) String Buffer objects are Mutable.  2) String Buffer methods are Thread safe (synchronized) |

OOPS

Inheritance:

What is inheritance and where are you using in your automation?

a) What it is?

Inheritance is Object-oriented concept where a sub class inherit from the parent class (methods, fields). Can be applied to others like interface, annotation, enum as well.

Keyword: extends

Purpose: Reusability of existing code & to avoid code duplication

Types: Single, hierarchal, Multiple and Multi-Level

b) Java example: ArrayList extends AbstractList (Runtime Exception extends Exception)

c) Selenium example: RemoteWebDriver -> Chromium Driver -> Chrome driver /

Interface Inheritance: Search Context -> WebDriver

d) Framework example: BaseClass(ProjectSpecificMethods) -> Pages & Tests

Polymorphism: Polymorphism is Object oriented concept where single action can be transformed into multiple forms.

Two Types of polymorphism:

1) compile Time polymorphism

2) Run Time polymorphism

|  |  |
| --- | --- |
| compile Time polymorphism: | Run Time polymorphism |
| - The methods resolution is performed by the compiler based on parameter list.  - Once the compiler, perform the method resolution based on parameter list, then compiler performs static binding operation.  - In static binding the compiler will bind the method declaration to the method definition during the compilation.  - Once the static binding is completed, the reference calling overloaded method behaves in a polymorphic way.  - Hence the reference variable is considered as polymorphic reference at compile time. | -The method resolution is performed by the JVM based on the object present inside the reference variable.  -When the jvm performs methods resolution based on the object present in the reference, then JVM performs dynamic binding operation.  -The dynamic binding performed by the JVM will bind the method declaration to the method definition during runtime.  -Once the binding is completed the JVM will make the reference variable calling the method to become polymorphic.  -Hence the reference variable is considered as runtime polymorphism. |

Method overloading:

Method Overloading is also called as compile Time polymorphism or static binding.

a) where methods of a class having same name with different parameters.

b) Purpose: simplify verbose

c) Java examples: subString(int) // only starts index and subString (int, int) // start and end

System.out.println() is also an example for methodoverloading, whose job is tp print the output in the console. Println() method which takes strings, int, float etc.

d) Selenium examples: switchTo().frame

e) Framework examples: locateElement(String) -> default by xpath, locateElement(String, String) -> by any locator

Method Overriding:

Method overriding is also called as Run Time polymorphism or dynamic Binding

a) Override the super class method behavior at sub class level

b) Purpose: when like override the functionality

c) Java examples: equals method in String class overrides the Object class

d) Selenium examples: quit method in Chromium Driver overrides the quit method in RWD

e) Framework examples: BeforeMethod in registration testcase override the BeforeMethod at hooks level (default: login)

Constructor

Constructor in java is similar to method that is invoked when an object of the class is created. Unlike java methods, Constructors are the one which has same name as a class name without return type.

//Constructor are called when the object of the class is created.

Three types:

* Default constructor
* Zero Parameterized constructor (constructor without any parameter)
* Parameterized constructor (constructor with one or more parameters)

Constructor overloading : class with different number of parameters or different type of parameters.

Note: constructor cant be inherited and also cant be overridden

Why we use constructor?

Without a constructor, we cant create an instances of the class.

|  |  |
| --- | --- |
| Constructor | Methods |
| Constructor name should same as class name | Method name can have same or different name |
| Constructor does not have any return type | Method should have return type |
| Constructor cant be inherited hence cant be overridden | Method can inherited and it can be overridden |
| Constructors are called whenever object is created | Methods are called whenever the call is made to it using return variable or by the class name |
| If we don’t write any constructor then compiler writes default constructor | No default methods |
| Constructors cant be declared as Static or final or abstract | methods can be declared as Static or final or abstract |

Abstraction

The process of hiding business logics from the normal users and allowing them to use only the functionality.

Interface

1. Interface is a type of definition block which is completely abstract.
2. Using the interface, we can achieve multiple inheritance in java because it resolves the diamond problem and constructor chaining problem.
3. Interface can contain public, static, final variables and public, abstract, instance methods.
4. Interface cannot contain constructor, blocks, static concrete methods, instance concrete methods and instance variables.
5. An object of interface cannot be created.
6. An interface can inherit another interface by using keyword “extends”
7. A class can inherit an interface by using a keyword “implements”
8. An interface cannot inherit a class.

A class can implements one or more interfaces. When a class is implementing a multiple interface’s we need to override all the abstract methods of those interface or else we can declare that class also as Abstract.

**Interface :1**

**public** **interface** InterfaceA {

**public** **void** m();

}

Interface:2

**public** **interface** InterfaceB {

**public** **void** n();

}

Class:

**public** **class** Test **implements** InterfaceA, InterfaceB {

@Override

**public** **void** n() {

// **TODO** Auto-generated method stub

}

@Override

**public** **void** m() {

// **TODO** Auto-generated method stub

}

}

A class can implement one or more interfaces and also can extends one class.

Whenever the extending and also implementing then first we need to extend the class and then implements the interface.

**Interface :1**

**public** **interface** InterfaceA {

**public** **void** m();

}

Interface:2

**public** **interface** InterfaceB {

**public** **void** n();

}

Parent class:

**public** **class** Demo {

**public** **void** write() {

System.***out***.println("parent class");

}

}

Child class:

**public** **class** Test **extends** Demo **implements** InterfaceA, InterfaceB {

@Override

**public** **void** n() {

// **TODO** Auto-generated method stub

}

@Override

**public** **void** m() {

// **TODO** Auto-generated method stub

}

**public** **void** write() {

System.***out***.println("child class");

}

}

Note: We can achieve 100% abstraction using abstract classes but we cant achieve multiple inheritance. Whenever we want to achieve 100% abstraction we go with interfaces.

* The main class can be declared as abstract [anyways the JVM calls the main method using the class name but not by creating the object of that class]
* Abstract class can have a constructors [But we cant create the object]. These constructors can be called from the child class using “Super()”

Abstract class

1. An abstract class is a type of class which is declared with a keyword called ‘abstract’.
2. An abstract class contains both concrete methods and abstract methods.
3. A concrete method is a type of method which have method definition or method body and the method doesn’t contain as abstract keyword.
4. An abstract method is a type of method which don’t have method definition, or a method body and the method does contain abstract keyword.
5. If a class contains abstract methods then class should declare as abstract class.
6. If a class doesn’t contain abstract methods then can also class can declare as abstract class.
7. An object of the abstract class cant be created.
8. An abstract class doesn’t support multiple inheritance because of diamond problem or constructor chaining.

Why abstract class object cannot be created ?

An Abstract class can have both concrete methods and abstract methods. If we create object for abstract for Abstract class then we can generate output of concrete methods, cannot generate output for abstract methods.

Difference between Abstract Class and Interface

|  |  |
| --- | --- |
| Abstract class | Interface |
| 1.Abstract class contains both abstract methods and concrete methods. | 1. Interface contains only abstract methods. |
| 2.we cannot achieve multiple inheritance | 2.we can able to achieve multiple inheritance |
| 3.Any access modifiers can be used inside the abstract class [But abstract method should not be private] | 3. All the methods declared inside the interface are by default public abstract. |
| 4. we can declare any type of variable inside the abstract class | 4. All the variables declared inside the interface are by default public, static, final |
| 5.abstract class is used when there is some common property need to be shared among child class | 5. interface is used when there no common property need to be shared among child class |
| 6. Abstract class can contain constructor | 6.interface cant have a constructor |
| 7.A class can always extends abstract class | 7. A class should always implements as interface |

Static:

* Static is a keyword in java that can used block level/method level and variable level.
* While creating the static variable, the value of the static variable remains same
* The static variables and methods can access without creating an object.

Note: we cant declare local variable as Static

Static methods cant be overridden

this – keyword:

this is a keyword in java, this – is always point to current class. this is equal to creating an object of the current class. Whenever there is naming conflict, we always make use of ‘this’ keyword to point the global variable. Because whenever there is a naming conflict, compiler will always give preference to local variables.

‘this ’ cannot be access inside the static method

Example:

**public** **class** Baby {

String color;

**int** age;

**public** Baby(String color, **int** age) {

**this**.color = color;

**this**.age = age;

System.***out***.println(color);

}

**public** **static** **void** main(String[] args) {

Baby b = **new** Baby("pink", 20);

}

}

Super – keyword:

Super is a keyword in java, which is applicable only in inheritance, where we used to get the Super class functionality.

‘Super ’ cannot be access inside the static method

**public** **class** A {

**int** i=30;

}

**public** **class** B **extends** A {

**int** i = 60;

**public** **void** m() {

**int** i = 90;

System.***out***.println(i);

System.***out***.println("global variable value " + **this**.i);

System.***out***.println("Super class variabe value " + **super**.i);

}

**public** **static** **void** main(String[] args) {

B b = **new** B();

b.m();

}

}

final – keyword:

final is a keyword which is used to declare constants.

Final keyword can be used on – variables, class and methods.

On variables:

* Local & Static variables can be declared as final
* Static variables declared as final , called as class constants.
* Instance variable declared as final, called as object constants.

On Methods:

* if we declare any method as final, then that method can’t be overridden.
* Final methods can be overloaded
* Final methods can be inherited but can’t be overridden

On Class:

* We can declare class as final
* A final class cant be inherited
* We can create object of the final class and we can access the final class members.

Note: Abstract class & Abstract methods should not be declared as final

Encapsulation

Grouping the related set of data and binding them into one class is called Encapsulation.

Example:

* A class encapsulate states and behavior
* Group of statements are encapsulated inside a method

Encapsulation can be achieved using ‘java beans’

Rules to create bean class:

* Bean class should be a non-abstract class
* All the variables should be declared as PRIVATE
* Each private variable should have one corresponding public setter and public getter method.
* Class should have one public default constructor
* Bean class should implement a serializable interface

Note: Serializable interface is a mark up interface ,present in java.io.pacakge. Markup interface is an empty interface

**public** **class** BaseClass {

**private** String name;

**private** **int** age;

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

**public** String getName() {

**return** name;

}

**public** **int** getAge() {

**return** age;

}

}

**public** **class** ChildClass **extends** BaseClass{

**public** **static** **void** main(String[] args) {

ChildClass c= **new** ChildClass();

c.setAge(20);

c.setName("max");

System.***out***.println(c.getAge());

System.***out***.println(c.getName());

}

}

**Advantages of Encapsulation**

**Data Hiding:** During this process, the user doesn’t have any idea about the inner implementation of the class, like how the values are stored inside a variable. The user only aware that they are passing a value to a setter method, and the value is initialized in that variable.

**Reusability:** The encapsulated code is more flexible and easier to change with the new requirements.

* It Prevents other classes to access the private fields.
* It also allows us to modify the implemented code without breaking other’s code. Those have already implemented the code.
* It improved the maintainability of the program and application.
* If you require to define the fields as read-only, then you can do that by similarly defining only getter methods if you want the fields as only write-only, then you can also do that by only mentioning the setter method.

Collections

* Collection framework is a readymade utility which contains ‘n’ no of class and interfaces.
* In collection framework we can deal with only non-primitives.
* A collection framework cannot store primitive datatypes. To store primitive datatypes, must convert primitive datatype to wrapper class object and store the wrapper class object in the framework
* Collection framework have two main interfaces.
* 1) collection
* 2) Map

Collection

List Set

* Arraylist linked hashset
* Linkedlist treeset
* Vector hashset

Array list:

* 1. Array list class  is a resizable [array](https://www.w3schools.com/java/java_arrays.asp), present in java.util pacakage
  2. Array list class is providing implementation for collection interface and list interface abstract methods
  3. Array list support duplication of objects and supports insertion order.
  4. Array list supports one or more null values.
  5. Array list must be used in the application to fetch the data or to search data.

Syntax:

ArrayList<Integer> al = new ArrayList<integer>();

To add values:

al.add(“johm”);

al.add(index, element)

To update:

Al.set (index, element)

Remove:

List.remove();

Linked List:

* 1. Linked list is a class present in java.utilpacakage
  2. Linked list class is providing implementation for collection interface and list interface abstract methods and queue abstract methods.
  3. Linked list supports insertion order.
  4. Linked list support duplicate order.
  5. Linked list supports null values and duplicate null values.
  6. Linked list must be used in a real time application to perform frequent insertion, updation and deletion of data.

Syntax:

LinkedList<Integer> al = new LinkedList<integer>();

|  |  |
| --- | --- |
| ArrayList | LinkedList |
| ArrayList is slow in addition & deletion of the object (because no.of swaps are more) | LinkedList is fast in addition & deletion of the object (because no.of swaps are less) |
| ArrayList is fast in iteration the values | Linked List is slow in Iterating the values |
| ArrayList don’t have any additional methods | Linked list have some additional methods like 1) add first 2) add last   1. Remove first 4) remove last 2. Get first and get last |

SET:

HashSet:

* Hashset is a class which provides implementation for collection interface abstract methods.
* Hashset stores only unique objects and does not support any kind of duplication.
* Hashset does not support an insertion order
* Supports null values but doesn’t support duplication of null values.

Set<String> s= new Hashset<String>();

Linked Hashset:

* The only difference between hashset and linked hashset is hashset doesn’t support insertion order and linked hashset support insertion order.
* Set<String> s= new LinkedHashset<String>();

TreeSet:

* Treeset is a class present in java util pacakage and treeset provides implementation for sorted list navigable set and collection
* Treeset does not support insertion order where as it arranges the objects in ascending order.
* Treeset does not support duplicate objects.

Set<String> s= new Treeset<String>();

Note:- there is no get method in set, we cant get a particular value in set.

* We cant insert a value in set
* We cant update
* We can remove

To retrieve values:

* Add the values in a set to the list

List<String> al= new ArrayList<String>(names);

* Go for for loop

For(string eachName:names)

Difference between HashMap and Hashtable

|  |  |
| --- | --- |
| HashMap | Hashtable |
| 1) HashMap is non synchronized. It is not-thread safe and can't be shared between many threads without proper synchronization code. | 1- Hashtable is synchronized. It is thread-safe and can be shared with many threads. |
| 2) We can make the HashMap as synchronized by calling this code  Map m = Collections.synchronizedMap(hashMap); | 2-Hashtable is internally synchronized and can't be unsynchronized. |
| 3) HashMap allows one null key and multiple null values. | 3-Hashtable doesn't allow any null key or value. |
| 4) HashMap is fast. | 4-Hashtable is slow. |
| 5) HashMap is traversed by Iterator. | 5-Hashtable is traversed by Enumerator and Iterator. |

Why Thread synchronization is required?

When multiple threads access the common resources, it results in data inconsistency or data corruption. To overcome this problem, thread synchronized is used.

How to achieve ?

By using the keyword called “synchronized”.

When multiple threads access a method declared with synchronized keyword the jvm will internally called a thread queue and stores as the multiple threads inside the queue. Once the threads are stored in the queue the jvm will randomly pick thread from the thread queue and allow thread to access the synchronized method. Once the thread access the synchronized method , Jvm will implicitly call the wait() of the object class and wait() will lock the resources and it doesn’t allow other threads to access the synchronized method.

Once the execution of current thread is completed the jvm uses notify() or notifyall() of the object class to indicate the threads waiting in the queue that current method is completed the execution of synchronized().

Then Jvm will pick randomly another thread and allow thread to access the synchronized() and report the above operation until thread queue becomes empty.

What is garbage collector in java

garbage means unreferenced objects.

way to destroy the unused objects.

* It is automatically done by the garbage collector(a part of JVM) so we don't need to make extra efforts.
* It makes java memory efficient because garbage collector removes the unreferenced objects from heap memory.

Throw vs throws?

|  |  |
| --- | --- |
| Throw | Throws |
| - Throw is a keyword which is used to throw only the exception object.  - Throw can throw only one exception.  - throw keyword can be used only within the method  Example:  Class A{  Void div(){  Syso(“”);  Try{  Syso(10/0);  }  Catch(Arithmetic Exception e){  Syso(“”caught exception at div);  Throw e;  }  }  } | - Throws is a keyword which is used with the method.  Example:  Class A{  Void div() throws IOExeception, SQLException  {  //code  }  }  - Throws keyword can be declared with multiple exceptions.  - |

Exception Handling:

- Exception is an event which triggered during the execution of program and disturbs the normal flow of the program.

- if the exceptions are not handled then program will be terminated automatically.

- exceptions are handled using try catch block.

- the code which might raise the exception should written inside the try block. And the catch block will catch only the exception which are raised from its try block.

- A single try can have multiple catch block but parent catch should be the last block.

- we cant have only try, only catch or only finally block.

- we can write a try block without a catch block but it has to be with finally block.

- when we have try, catch & finally , finally should be the last block.

- finally should not written in between try & catch block or in between two catch blocks.

To make this code to execute even after throwing the exception , we need to write that code inside the finally block

Final vs finalize vs finally

|  |  |  |  |
| --- | --- | --- | --- |
| Key | Final | Finally, | Finalize |
| Definition | final is the keyword and access modifier which is used to apply restrictions on a class, method or variable. | finally is the block in Java Exception Handling to execute the important code whether the exception occurs or not. | finalize is the method in Java which is used to perform clean up processing just before object is garbage collected. |
| Applicable to | Final keyword is used with the classes, methods and variables. | Finally block is always related to the try and catch block in exception handling. | finalize() method is used with the objects. |
| Functionality | (1) Once declared, final variable becomes constant and cannot be modified. (2) final method cannot be overridden by sub class. (3) final class cannot be inherited. | (1) finally block runs the important code even if exception occurs or not. (2) finally block cleans up all the resources used in try block | finalize method performs the cleaning activities with respect to the object before its destruction. |
| Execution | Final method is executed only when we call it. | Finally block is executed as soon as the try-catch block is executed.  It's execution is not dependant on the exception. | finalize method is executed just before the object is destroyed. |

What is ENUM:

An enum is a special "class" that represents a group of **constants** (unchangeable variables, like final variables).

#### **Difference between Enums and Classes**

An enum can, just like a class, have attributes and methods. The only difference is that enum constants are public, static and final (unchangeable - cannot be overridden).

An enum cannot be used to create objects, and it cannot extend other classes (but it can implement interfaces).

#### **Why And When To Use Enums?**

Use enums when you have values that you know aren't going to change, like month days, days, colors, deck of cards, etc.